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Sustainable Software as a Building Block for Open Science
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Abstract. In the context of Open Science, almost every ‘traditional’ research activity and output has been affected and transformed by means of web based technology. New forms of research output have emerged, among them software as an important means and method for data driven science. But how can software be treated as scholarly work, and how can it be integrated into a digital research infrastructure? The paper depicts software development related to Open Science and points out some future directions for software to become part of a sustainable research infrastructure.
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1. Software as a Factor for Open Science

In recent years, the digital transformation of the system of scholarly communication has often been recognized as one of the basic outcomes and challenges in modern information society. Almost any stage of the scientific process has been affected, be it workflows like the generation, distribution and sharing of scientific results, or their reviewing and communicating. Central, if not any of the scientific processes happen by means of digital environments including tools and applications, while core processes like dissemination and communication of scientific results preferably take place in web based environments.

At the same time, the process of software development including producing, distributing, sharing and modifying program code has undergone a similar change, which at first sight does not look too surprising. Where else than in computer science and industry would you expect first a change or shift in the use of digital environments? Have the first emails not been sent by computer experts, the first user groups communicating via mailing lists not been established by those experts, and the sharing, modifying and enhancing of e.g. LINUX been conducted by them? Where in general the answer may look obvious, in the scientific realm it becomes a bit more tricky: The systematic distribution and sharing of software as both a basis for and outcome of a digital system of scholarly communication has neither been recognized so far, nor explicitly been put on the agenda like comparable workflows in the scientific publishing process. Rather, it may be still conceived as in an early stage of incubation.

However, there are indicators that software development for research purposes has already adapted itself to requirements or symptoms of Open Science. One striking...
observation may be that in the context of research data it has been demanded to publish not only the data itself, but also the program code to generate or manipulate it [1]. Publishing under the conditions of Open Access, and publishing Open Source Software converge from a both conceptual and operational point of view, especially when it comes to the reproducibility and replicability of scientific results by means of program code. Moreover, the following trends may indicate the importance of sustainable software as both an enabler and a result of Open Science [2]:

Under the general label of ‘openness’, we can observe a convergence of the three movements Open Science, Open Data and Open Source. Apart from the more recent endeavors in managing and provisioning research data and algorithms to calculate them, namely the third topic has its roots in a quite early practice independent from the other two, but with a certain impact on them. A significant difference still can be seen in the openness of Open Source Software towards commercial purposes, so these purposes have become an important driver.

With the emergence of social networks, graph based approaches towards the modelling of relations and collaborations between (social) entities have become very prominent and successful. But long before that, concepts and tools for graph-based version management have been introduced into distributed software development with an explicit history of software releases. Version management tools like Apache Subversion (SVN) or Concurrent Version System (CVS) arouse before or parallel to the World Wide Web (WWW), while web-based platforms like Sourceforge [3] and particularly GitHub [4] have fostered the distribution, tracking, monitoring and reuse of software in terms of awareness and collaboration. Regarding the variety of uses of GitHub as a popular distribution platform for code, data and text in sciences [5], one may seriously take these adaptations into account as steps towards an operational Open Science. For instance, it has been suggested to adapt traditional bibliographical metrics and to measure the impact of software distributors by means of some kind of ‘page rank algorithm’ to calculate the most cited (=forked) git repositories [6].

In analogy to ‘Citizen Science’ as a synonym for an open and collaborative science activity, one may regard the character of a ‘Citizen Developer’ contributing code in an open environment for like-minded persons. The basic idea is that in a role as a ‘citizen developer’, one may still contribute to Open Software projects without an institutional or professional background. In contrast and in a perhaps more sophisticated enhancement of the role as a ‘citizen scientist’ – where participants are mostly committed to mass data contribution –, the ‘citizen developer’ acts in a both collaborative and individualistic environment, leaving his or her digital footprints in software repositories being part of a global software environment for science and research.

Now, what to infer from these observations? If software is becoming more and more constitutive and public as crucial contribution to Open Science, it will be essential to provide an environment for managing this work similar to ‘traditional’ research output.

2. Upcoming Challenges: Research Software vs. Infrastructure Software from a Stakeholder’s Perspective

From the point of view of infrastructure providers, software developed by scientists may be called ‘immature’ in the sense, that its origin is primarily individual, local and
temporal. Being absorbed by a specific research question, a researcher normally will not care very much about the engineering aspects of his or her software, nor will he or she have the time to ‘harden’ the code for potential reuse. Even for professional, full-time committed software developers this requirement is still bothersome and definitely not first-order activity. On the other hand, research software built by scientists is a constitutive part of a future environment for Open Science, in the sense that it will be needed for later reuse, validation and reproduction of scientific results in connection with other scientific outcomes, e.g. research data. Hence, the crucial question can be put as how to integrate (individual) research software with something like ‘sustainable software infrastructure’, so it can finally become part of the latter?

3. Future Directions and Recommendations for Sustainable Research Software

In the following, we recommend some principles and steps to be taken, which are obviously adopted from existing workflows in order to align the development of research software with other research and publishing activities. The principles are formulated as requirements towards the authors resp. the publishers of research software from the point of view of research infrastructure providers. They may be in line with requirements of other stakeholders like research funders, but this has to be negotiated yet.

3.1. Software Code as Open Source

As already stated, Open Science relates to Open Source Software in an intuitive, but not yet operative way. For the purpose of the transition from idiosyncratic code to reusable and adaptable, quality assured packages as part of a common software infrastructure, it is essential to fully provide transparent source code plus the software environment (libraries, runtime environment, virtual machines, container etc.) to run that code. Consider, e.g. the calculation of a regression analysis on the basis of a self-developed algorithm despite the fact that there are already reliable packages e.g. at CRAN [7]: in case of inconsistencies, a reviewer or adopter of the results would not be able to distinguish between wrong data or wrong code resp. algorithms. To be ‘open’ is not just an attitude or style adopted from another context, but a conditio sine qua non for reproducing, reviewing and revising research results based on software.

Publishing software as Open Source implies some legal, organizational and technical aspects which must be cleared in advance, best on an institutional level. In contrast to other research output like publications or data, a reuse of software for commercial purposes might be more likely – but there are a couple of proven Open Source licenses suitable for regulating these concerns.

3.2. Publishing and Sharing of Code in Conjunction with Data and Additional Material

It is good practice to publish all material related to a scientific work if not simultaneously, but in one location – at least with references to their physical location –, so the user gets a quick overview on and access to the total scholarly work and its components. A Digital Object Identifier (DOI) may be useful to resolve to the overall work (‘jump page’), but can also be attached to its constituents (publication, data, code, blog posts, slides, tweets …).
For publishing and sharing of code, GitHub has become a trendy and widely used platform for ‘social coding’ [8]. Adopting common vocabulary and comprehensive workflow steps partly derived from other code versioning systems (‘commit’, ‘fork’, ‘branch’), plus the typical ‘social media’ characteristics of global visibility, tracking and awareness have lifted GitHub to the most popular and widely used platform for code management and sharing, forcing e.g. Google to shut down their corresponding service and users to migrate their code repositories to GitHub [9]. However, several objections have been made towards GitHub as a service for global code management: (a) As an internet service, the platform is exposed to hacking, (b) the provider – a start-up company from San Francisco – is heavily dependent from external venture capital and potential market interests, and (c) the cloning of a GitHub repository is no real substitute for a decentralized, ‘officially’ redundant backup infrastructure [10]. Hence, GitHub may be rather regarded as a model for publishing and sharing research software, not as the only or primary host for publicly financed research output. It serves as a platform for disseminating code, but should be backed up by local code git repositories.

3.3. Making Code Citable

Although this aspect may be conceived as an integral part of publishing code, it deserves special attention and handling: So far, the citing of software code similar to traditional research output has not been put explicitly on the agenda of stakeholders like publishers or research funders, nor does it yet belong to the ‘impact story’ of researchers. On the other hand, citing is already supported by platforms like Figshare [11] or Zenodo [12], both of them integrating GitHub repositories as the original platform for code publishing. In Zenodo, each version of software can be referenced by its own DOI (cf. Figure 1), hence associated with the research supplement generated with that version (data, publication). This is especially important in the case of software packages which include non-standard algorithms, and where the results from the calculation are dependent on the distributor or even the version of software.

![Figure 1. Screenshot from a Zenodo record.](image-url)
Solutions like the one from Zenodo may be a good way to publish software by means of more ‘official’ platforms, while at the same time pointing to continuous development and deployment on platforms like GitHub.

3.4. Research Representation, Analysis and Evaluation

To become more visible as genuine research output, references to software code should become part of the scholarly record implemented by researcher identifier systems like ORCID [13], VIAF [14] or – on a more national level – DAI [15] and GND [16]. For instance, in ORCID the creation of an XML instance for describing a piece of published code should follow the XML scheme for describing a publication by using e.g. the APA style [17]:

```xml
<orcid-work>
...
<work-citation>
  <work-citation-type>formatted-apa</work-citation-type>
  <citation>
    nat: nat 1.6.5. Zenodo.
    http://doi.org/10.5281/zenodo.17558
  </citation>
...
</orcid-work>
```

4. Conclusions

Considering software as explicit research output is still in its very beginning, and so is the integration into existing research infrastructures. Software development is not a primary research activity, but becoming more crucial especially in data driven sciences. From the point of view of a research infrastructure, the formal basics for identifying, citing and integrating software as research output are already there – what we now do need is more investigation on the curation, maintenance and preservation of this software, so it can become integral part of future research.
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